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Software Design Patterns

Software Design Patterns are reusable solutions to software development difficul-
ties. However, a Software Design Pattern is not code; rather, it is a guide or para-
digm that helps software engineers to construct products that follow best practices.
A Design Pattern is more of a template to tackle the topic at hand than a library
or framework, which can be added and utilized right away. Object-oriented pro-
gramming (OOP) is supported by Design Patterns, which are based on the ideas of
objects (instances of a class; data with unique attributes) and classes (user-defined
types of data). Design Patterns are blueprints for resolving typical software engineer-
ing issues. They provide reproducible solutions to some of the most prevalent dif-
ficulties you'll encounter. That said, Design Patterns aren’t a complete solution, nor
are they code, classes, or libraries that you may use in your project. They are a type
of problem-solving solution. Each job will be approached in a slightly different way.

Why Should You Learn Software Design Patterns?

As a programmer, you can use Software Design Patterns to help you build more re-
liable structures. Design Patterns give you the skills to create smart and interactive
applications or software with simple and easy problem-solving methods; they also
allow you to create the greatest user-friendly apps and change them easily to meet
the latest requirements. Design Patterns are interesting to deal with since such
knowledge enables flexible coding patterns and techniques of structure, reusable
codes, loosely written codes, classes, patterns, and so on.

This book contains:
o A step-by-step approach to problem solving and skill development
o A quick run-through of the basic concepts, in the form of a “Crash Course”
o Advanced, hands-on core concepts, with a focus on real-world problems
o Industry level coding paradigm with practice-oriented explanations

o Special emphasis on writing clean and optimized code, with additional
chapters focused on coding methodology
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CHAPTER 1

Crash Course In
Software Design
Patterns

IN THIS CHAPTER

> What are Software Design Patterns?
> Major concepts
> Advantages and disadvantages

> Additional info

Design Patterns represent some of the most acceptable practices experi-
enced object-oriented software engineers utilize. In object-oriented sys-
tems, a Design Pattern methodically names, motivates, and describes a
general design that addresses a recurring design challenge. It explains the
problem, the remedy, when to use it, and the repercussions. It also includes
tips and examples for implementation.

A Design Pattern is a broad, reusable solution to common software
design challenges. Typically, the pattern depicts relationships and inter-
actions between classes or objects. The goal is to accelerate the develop-
ment process by providing tried-and-true development/design paradigms.
Design Patterns are strategies for solving a common problem independent
of programming language. A Design Pattern represents an idea rather than

DOI: 10.1201/9781003308461-1 1
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a specific implementation. We can make our code more flexible, reusable,
and maintainable by employing Design Patterns.

It is not always necessary to use Design Patterns in our project. Design
Patterns are not intended for use in project development. Design Patterns
are intended to solve common problems. Whenever there is a need, we must
implement a suitable pattern to avoid future problems. To determine which
pattern to use, simply try to understand the Design Patterns and their func-
tions. In this manner only will we be able to choose the greatest one.

A Software Design Pattern is a generic, reusable solution to a typically
occurring problem in software design within a specific environment.

o It is not a finalized design that can simply translate into source or
machine code. It is a description or template for resolving a problem
that may use in a variety of circumstances.

» Design Patterns are best practices that have been established that
a programmer may apply to overcome common challenges while
developing an application or system.

Design Patterns provide answers to common issues, allowing code to be
more manageable, extendable, and loosely connected.

Developers have given solutions that handle a specific sort of problem a
name. And this is how it all began.

The more one understands them, the easier it is to solve all of our difficulties.

Goal: The goal is to understand the purpose and application of each Design
Pattern so that we can select and implement the appropriate pattern as needed.

Example: For example, in many real-world scenarios, we only want to
make one instance of a class. For example, a country can only have one
active president at any time. A Singleton pattern is the name given to this
design. Other software examples include a single database connection
shared by several objects, as establishing a separate database connection
for each item is expensive. Similarly, instead of developing many man-
agers, an application might have a single configuration manager or error
manager that handles all problems.

WHAT IS THE PURPOSE OF DESIGN PATTERNS?

As Software Developers, we frequently assess our code based on criteria
such as how clean, expressive, has a small memory footprint and is quick.
However, the most critical consideration, which we sometimes overlook,
is that we should be able to adjust anything later simply. What we chose
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now might not be applicable tomorrow. And our code should be adaptable
enough that changes are not prohibitively expensive. As a result, Design
Patterns are best practices for covering such properties. The essence of
Design Patterns, in my opinion, consists of the following six rules:

1. They are tried-and-true solutions: Because developers often use
Design Patterns, we may be confident that they function. Not only
that, but we can also guarantee that they were altered several times
and that optimizations were most likely performed.

2. They are simple to re-use: Design Patterns describe a reusable solu-
tion that may modify to solve various specific situations because they
aren’t tied to a specific situation.

Consider the Iterator Design Pattern, reusable across STL despite
container and algorithm changes. Iterators act as a glue between the
container and the algorithm.

3. They have a strong personalities: Design Patterns may elegantly
describe a considerable solution. The Visitor pattern, for example, is
used to perform a new operation on a range/group of classes. As a
result, the standard library adopted this design with a single function,
namely the std::visit algorithm. The same is true for boost::flyweight>.

4. They facilitate communication: Developers’ knowledge about
Design Patterns can communicate more readily about potential solu-
tions to a given challenge.

If we're part of a team of developers, agree on Design Patterns with
our colleagues since they can help us solve problems more effectively.
We should also follow similar practices for software maintenance, as
it makes maintenance operations faster and more efficient.

5. They eliminate the need for code refactoring: When an application
is created with Design Patterns in mind, we may not need to rewrite
the code later since applying the relevant Design Pattern to a specific
problem is already an optimum solution.

If such solutions are later updated, they may be applied effortlessly
by any excellent software developer without causing any complications.

6. They reduce the codebase’s size: Design Patterns use less code than
alternative solutions since they are generally beautiful and optimal.
This isn’t always the case, because many developers add extra code to
improve understanding.
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WHY SHOULD WE STUDY DESIGN PATTERNS?

Object-Oriented Design is defined as merging data and its operations into

a context-bound entity (i.e., class/struct). This is also true while developing
a unique thing.

However, when creating an entire program, we must remember that
Creational Design Patterns: How will those objects be instantiated/created?

« Patterns of Structural Design: How do those items interact with
one another to produce a larger entity? This should be scalable in the
future.

« Patterns of Behavioral Design: We must also consider communica-
tion between those things that can quickly foresee future changes
and have fewer adverse effects.

Do we see where this is going? Maintainability, scalability, expressiveness,
and stability must be considered while thinking about objects. So, in a
word, this is a coding mindset. And we’re pretty sure we don’t have this
attitude and thought process if we come from a C background.

DESIGN PATTERN CONFIGURATION

The fundamental structure of the Design Pattern documentation is
depicted in the following figure. It focuses on what technology we are

employing to address challenges and how we do so.

Design Pattern

Pattern Name

Intent/ Motive

Applicability

Participants and
Consequences

Configuration of Design Pattern.



Crash Course in Software Design Patterns m 5

« Pattern Name: This is used to define the pattern concisely and
effectively.

« Intent/Motive: It specifies the pattern’s objective or what it does.

« Applicability: It specifies all of the conceivable locations the pattern
may use.

« Participants and Repercussions: It comprises classes and objects
utilized in the Design Pattern and a list of the pattern’s consequences.

WHAT IS THE SIGNIFICANCE OF THE DESIGN PATTERN?

Design Patterns are used to solve reoccurring design challenges. In a nut-
shell, Design Patterns do not solve the problem on their own; instead, they
assist us in addressing the problem.

Software development Design Patterns began as best practices used
repeatedly to similar challenges found in various situations.

Design Patterns have been used to overcome the following frequent
problems:

« How to correctly initialize an object.

o How to make two items interact with one other.

TYPES OF DESIGN PATTERNS

Design Patterns are divided into the following three categories.

Creational

Class instantiation or object generation is the focus of these Design Patterns.
Class-creational patterns and object-creational patterns are two subsets of
these patterns. While class-creation patterns make good use of inheritance
in the instantiation process, object-creation patterns use delegation.

Factory Method, Abstract Factory, Builder, Singleton, Object Pool, and
Prototype are creational Design Patterns.

Use Case of Creational Design Patterns

1. Assume a programmer wants to create a simple DBConnection class
to connect to a database and needs to use the database from code in
numerous places. The developer will typically create an instance of
the DBConnection class and use it to perform database operations
wherever they are needed. As each example of the DBConnection
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class has a different connection to the database, numerous con-
nections to the database are created. To deal with it, we make the
DBConnection class a singleton class, which means that only one
instance of DBConnection is generated, and only one connection is
made. We can control load balance, redundant connections, and so
on since we can manage DBConnection from a single instance.

2. We can use the Factory design if we wish to create several instances
of the same type while maintaining loose coupling. A factory-Design
Pattern-implemented class acts as a link between numerous classes -
for instance, the use of various database servers such as SQL Server
and Oracle. We should use the Factory Design Pattern to achieve
loose coupling and create a similar kind of object if we are developing
an application with a SQL Server database as the back end. Still, if we
need to change the database to Oracle, we will need to modify all of
our code. Hence, as Factory Design Patterns maintain loose coupling
and easy implementation, we should use the factory layout design to
achieve loose coupling and create a similar kind of object.

Structural

These Design Patterns deal with grouping distinct classes and objects
together to create larger structures and add new functionality.

Adapter, Bridge, Composite, Decorator, Facade, Flyweight, Private
Class Data, and Proxy are structural Design Patterns.

Use Case of Structural Design Patterns

1. An Adapter Design Pattern is used when two interfaces are incom-
patible and want to establish a relationship between them using
an adapter. The adapter pattern transforms a class’s interface into
another interface or class that the client expects, allowing classes
that would otherwise be incompatible with operating together. We
can use the adapter pattern in these types of incompatible instances.

Behavioral

Identifying and discovering shared communication patterns between
items are all about behavioral patterns.

Chain of Responsibility, Command, Interpreter, Iterator, Mediator,
Memento, Null Object, Observer, State, Scheme, Template method, and
Visitor are behavioral patterns.
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Use Case of Behavioral Design Patterns

1. In an operation, the template pattern defines the skeleton of an algo-
rithm by deferring some stages to subclasses. Subclasses can use the
template technique to rewrite specific phases of an algorithm without
affecting the algorithm’s structure. For example, we might want the
module’s behavior to be extensible in our project. We can make it
act in new and different ways when the application’s requirements
evolve or satisfy new applications’ demands. However, no one is per-
mitted to edit the source code, which means that we can add but not
change the structure in circumstances when a developer is permitted
to apply the template Design Pattern.

WHAT EXACTLY IS THE GANG OF FOUR (GOF)?

The book Design Patterns - Elements of Reusable Object-Oriented
Software, written by four writers, Erich Gamma, Richard Helm, Ralph
Johnson, and John Vlissides, was published in 1994 and introduced the
first concept of Design Patterns in software development.

Gang of Four is the collective name for these four authors (GOF).
According to these authors, Design Patterns are essentially based on the
following object-oriented design principles:

« Not an implementation, but a program to an interface.
 Object composition should take precedence over the inheritance.

USAGE OF DESIGN PATTERNS

Patterns have two main applications in software development.

Developers’ Common Platform

Design Patterns define a common language and are tailored to a given con-
text. A singleton Design Pattern, for example, denotes the use of a single
object; thus, all developers who are familiar with single Design Patterns
will use single objects, and they will be able to detect whether a program is
following a singleton pattern.

Guidelines for Best Practices

Design Patterns have evolved to provide the best answers to specific problems
encountered during software development. Learning these patterns makes it
easier and faster for inexperienced developers to learn software design.
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IMPORTANCE OF LEARNING DESIGN PATTERNS

Many software engineers could work for many years without understand-
ing any single pattern. It can also happen; we can be applying a pattern
without even knowing it. So, the question is, why should we examine the
Design Pattern? Consider the following arguments, which highlight the
importance of Design Patterns in development.

Design Patterns contain the predetermined collection of tried and veri-
fied solutions to a common problem faced when designing software. If we
know about the Design Pattern, we can implement the solution without
wasting time. It also shows us how to tackle the problem using the idea of
object-oriented design.

Design Pattern also promotes a common understanding between the
developer and their coworkers. Suppose there is an issue in the code, and
we may say, “Use Singleton for that,” and everyone can understand if they
understand the Design Pattern and its name.

Design Patterns are also crucial for the learning purpose since they intro-
duce the common problem we may have neglected. They also allow con-
templating that area that may not have received the hands-on experience.

TYPES OF DESIGN PATTERNS

According to the Design Patterns — Elements of Reusable Object-Oriented
Software reference book, 23 Design Patterns can be grouped into cre-
ational, structural, and behavioral patterns. We’ll also go over J2EE Design
Patterns, which are different.

S. No. Pattern & Description

1 Patterns of Creation
Rather of explicitly instantiating objects with the new operator, these Design
Patterns provide a way for building things without hiding the creation logic.
This gives the software greater flexibility in identifying which items are
necessary for a given use case.
2 Structural Patterns
Structural Patterns are the patterns that make up the structure of a building.
These Design Patterns deal with the composition of classes and objects.
Inheritance is a concept used to create interfaces and define how to combine
items to create new functions.
3 Patterns of Behavior
These Design Patterns are mostly concerned with object communication.
4 Patterns for J2EE
These Design Patterns are concerned with the presentation tier in particular.
Sun Java Centre has detected these tendencies.
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DESIGN PATTERNS AND THEIR APPLICATIONS

By providing tried-and-true development paradigms, Design Patterns can
assist to speed the development process. Considering concerns that may
not become apparent until later in the implementation process is critical
for good software design. Reusing Design Patterns helps to prevent minor
issues from becoming significant ones and enhances code readability for
experienced coders and architects.

Most people understand how to apply certain software design concepts
to specific issues. These methods are challenging to adapt to a wider vari-
ety of challenges. Design Patterns give generic answers that are defined in
a way that does not necessitate specifics related to a specific situation.

Furthermore, patterns enable developers to talk about software inter-
actions using well-known, well-understood terms. Over time, common
Design Patterns may be enhanced, making them more resilient than ad
hoc ideas.

PATTERNS OF CREATIONAL DESIGN

Class instantiation is central to several Design Patterns. This pattern is
separated into two types: class-creation patterns and object-creation pat-
terns. While class-creation patterns employ inheritance in the instantia-
tion process, object-creation patterns effectively use delegation.

Object
Pool

Factory

Singleton Method

\o
s

Prototype v.v

Abstract

Factory

Patterns of creational design.
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» Abstract Factory: Creates an instance of numerous families of
classes using an abstract factory.

o Builder: Distinguishes the building of a thing from its representation.

+ Factory Method: This method creates instances of multiple derived
classes.

+ Object Pool: Recycle objects that are no longer used to save money
on resource acquisition and release.

+ Prototype: An instance that has been fully initialized and is ready to
be duplicated or cloned.

« Singleton: It is a class that can only have one instance.

PATTERNS OF STRUCTURAL DESIGN

The composition of Classes and Objects is essential to these design princi-
ples. Inheritance is used to construct interfaces in structural class-creation
patterns. Structural object-patterns outline how objects may combine to
provide new functionality.

Adapter

Patterns of creational design.

+ Adapter: Interfaces from several classes must match.

« Bridge: Separates the interface of an object from its implementation.
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« Composite: A basic and composite object tree structure.
» Decorator: Dynamically assign responsibilities to objects
« Facade: A single class represents a whole subsystem.
 Flyweight: A fine-grained instance for distributing.

« Private Class Data: Restricts accessor/mutator access.

 Proxy: An object that is a representation of another item.

PATTERNS OF BEHAVIORAL DESIGN

These Design Patterns are mostly about Class object communication.
Behavioral patterns are concerned largely with the transfer of objects.

Chain
of
respons
ibility

‘

Observer

Patterns of creational design.

« Chain of responsibility: A chain of responsibility is transmitting a
request between objects in a chain.

« Command: As an object, encapsulate a command request.
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+ Interpreter: A method of incorporating linguistic features into a
program.

o Iterator: A method for accessing the items of a collection in a sequen-
tial manner.

» Mediator: A class that facilitates communication between classes.
« Memento: Capture and restore the internal state of an item.

« Null object: Intended to serve as an object’s default value.

+ Observer: A method of informing a group of classes of a change.
o State: When an object’s state changes, it affects its behavior.

o Strategy: A class that encapsulates an algorithm.

o Defer: Defer the particular stages of an algorithm to a subclass using
the Template method.

« Visitor: Adds a new action to a class without modifying it.

CRITICISM

Some programmers have questioned the concept of Design Patterns.

Focusing on the Incorrect Issue

Patterns are required as a result of employing computer languages or
approaches with insufficient abstraction capabilities. A notion should not be
duplicated, but rather referred to according to optimal factoring. However, if
something is referred to rather than copied, there is no “pattern” to identify
and categorize.!

No Official Foundations

The study of Design Patterns has been overly ad hoc, and some suggest that
the subject urgently needs to be formalized. One of the GOF was exposed
to a show trial at OOPSLA 1999, in which they were “charged” with several
crimes against computer science. Twenty-three of the “jurors” present at
the trial “convicted” them.

! https://sourcemaking.com/design_patterns
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May Result in Inefficient Solutions

A Design Pattern is an initiative to standardize well-known best prac-
tices. In theory, this appears to be advantageous, but it frequently leads to
unneeded code duplication. Using a well-factored implementation rather
than a “barely good enough” design style is nearly always a more efficient
approach.

It is Not Notably Different from Other Abstractions

Some writers argue that Design Patterns are not fundamentally different
from other types of abstraction and that using new vocabulary (taken from
the architectural industry) to explain existing occurrences in the field of
programming is superfluous. The Model-View-Controller (MVC) para-
digm is often used as an example of a “pattern,” even though the notion of
“Design Patterns” precedes it by several years. Some claim that the most
important contribution of the Design Patterns community was the use of
Alexander’s pattern language as form of documentation, a technique that
is largely ignored in the literature.

WHAT IS THE PURPOSE OF USING DESIGN PATTERNS?

Design Patterns provide a best practice approach to object-oriented soft-
ware development, making it easier to design, build, alter, test, and reuse.
These Design Patterns provide best practices and frameworks.

1. Tested Solution: Design Patterns give a tried-and-true solution to a
frequent problem, removing the need for the software developer to
“reinvent the wheel” whenever that problem arises.

2. Recyclable: Design Patterns may use to handle a wide range of issues;
they are not limited to a specific issue.

3. Expressive: Expressive Design Patterns provide a sophisticated
solution.

4. Avoid the Need for Code Refactoring: Because the Design Pattern
is already the best solution to the problem, reworking is unnecessary.

5. Reduce the Codebase Size: Each pattern assists software engineers
in changing how the system functions without requiring a complete
rebuild. Furthermore, being the “best” option, the Design Pattern
frequently necessitates less code.
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DESIGN PATTERNS” ADVANTAGES IN
SOFTWARE ENGINEERING

As stated above in “Why do we need Design Patterns?,” the finest Software
Design Patterns will use a common language, making it simpler for engi-
neers to communicate about difficulties and improve code readability and

architecture in the early planning phases. When implemented correctly,
Design Patterns may speed up the development process and lessen the
likelihood of mistakes.

Design Patterns are also language-neutral (for object-oriented lan-
guages); however, some are more beneficial with some languages than
others.

SOFTWARE DESIGN PATTERN CRITIQUES

Overuse of Software Design Patterns has been criticized as a crutch for
programmers to rely on when a more straightforward solution would suf-
fice. Furthermore, there is not always a simple way to apply each pattern,

with the possibility of developing an anti-pattern (an inefficient or coun-
terproductive solution) if the wrong approach is used.

Furthermore, a Design Pattern can be used as a bridge for flaws or miss-
ing features in the programming language, frequently resulting in more
bloat than is required to get the program to perform appropriately. Ensure
that the language offers the characteristics required to avoid an over-
reliance on Design Patterns throughout the critical phase of selecting the
correct tech stack. Alternatively, our tech stack selection may bring us to a
framework that already has these Design Patterns implemented directly in
the framework in the best way possible.

BEST SOFTWARE DESIGN PATTERNS

Although Design Patterns — Elements of Reusable Object-Oriented Software
lists 23 Design Patterns, seven are the most influential or important. This
section discusses the top seven Software Design Patterns, their signifi-
cance, and when to utilize them.

1. Singleton Pattern Method Design: The singleton Design Pattern
belongs to the “creational” category since it limits object creation for
a class to only one instance and provides global access to a global
variable. Many web developers, for example, limit the “sitemap” to
a single version with global reach. Singletons may also use in other
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patterns such as factory method, builder, and prototype. Singletons
are also common in the facade and state objects.

While we may only have or require one instance of a class, this
does not always imply that we should use the singleton pattern to
lock that object down or put it into a global state. Singletons are a
contentious Design Pattern, with some even saying that they should
avoid since locking up objects limit future flexibility.

. Factory Pattern Design: The factory pattern is a “creation” Design
Pattern in which developers generate objects with a standard inter-
face but enable a class to postpone instantiation to subclasses. The fac-
tory function encourages loose coupling and code reuse by acting as
a “virtual constructor” that works with any class that implements the
interface and gives subclasses more latitude in selecting the objects
to be constructed. New classes can be added to the factory as needed.

The factory approach is not ideal for basic applications, as devel-
opers run the danger of overcomplicating operations to utilize a
Design Pattern.

. Facade Pattern Design: A “structural” Design Pattern that aids in
providing a single interface (class) for access to a massive body of
code/different objects. With a simple interface, a facade hides the
intricacies of multiple sub-systems (typically arranged into a class).
For example, an eCommerce client prefers to connect with a brand
through a single point rather than communicating (interfacing)
with each system that supports the sale, such as product inventories,
authentication, security, payment processing, and order fulfillment,
and so on. In this scenario, the Facade has isolated all “order” opera-
tions and systems into a single interface, leaving the client entirely
oblivious of what’s going on behind the scenes. The facade is a critical
notion in supporting the loosely linked microservices architecture.

. Strategy Pattern Design: A strategy Design Pattern is a type of
“behavioral” Software Design Pattern that is sometimes referred
to as a policy pattern. The strategy pattern encapsulates replaceable
algorithms into a “family,” with one of the algorithms being picked
at runtime as needed. A family of algorithms, for example, may con-
nect to “sorting” things in an eCommerce website — by size, color,
reward, and so on. The plan is adopted in response to the customer’s
behaviors.
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The strategy Design Pattern is highly effective in customization
marketing techniques, responding to the client location, inputs, or
actions to give a unique experience to each user.

5. Observer Pattern Design: The observer Design Pattern is “behav-
ioral,” with a one-to-many relationship relating an item (subject) to
dependents (observers). The subject is told when any of the observers’
changes. The observer Design Pattern is helpful in event-driven pro-
grams, such as informing a user of a new Facebook remark, sending
an email when an item delivers, etc.

6. Builder Pattern Design: The builder Design Pattern is “creative,” as
it separates object building from representation. This Design Pattern
gives us more control over the design process (it’s more step-by-step).
Still, it also decouples the representation so that we may support
alternative representations of an item with the same basic construc-
tion code (the ConcreteBuilder step).

As the object is being created, the builder pattern executes in
sequential phases, invoking just those required steps for each itera-
tion of the object.

7. Adapter Pattern Design: An adapter Design Pattern is a “wrapper”
that turns one type into another type of interface that already exists.
The adapter Design Pattern allows incompatible classes to operate
together, allowing programs to function together. Adapter patterns
are essential for transforming heterogeneous interfaces into a uni-
form APL

PATTERNS OF POPULAR SOFTWARE ARCHITECTURE

It is vital to note that architectural patterns may use in the software’s over-
all design. What exactly is a Design Pattern in architecture? A generic,
reusable solution to common architectural challenges (see how the con-
cept is nearly identical to that of software design?). These three Design
Patterns are related, although they have different sets of dependencies and
levels of coupling.

1. The MVC Design Pattern: The MVC Design Pattern was the first
architectural pattern, and it consists of the following three parts:

o Model: The model consists of the backend business logic and
data.
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o View: The data-display interface components. It makes the
Observer Pattern to update with Model and shows the updated
model when needed.

o Controller: Managing Director Input is initially routed here,
where the model processes it and returns it to view.

The MVC Design Pattern is crucial because it enables the separa-
tion of concern. It divides the front and backend code into discrete
areas to allow updating and scaling the program simpler without
interference or interruption. The MVC paradigm also enables many
developers to concurrently work on various aspects of the program.
The downside, however, is that exposing the model to public scrutiny
may raise security and performance problems.

MVC is commonly used for online applications, libraries, and
user interfaces.

. Model-View-Presenter (MVP) Design Pattern: The MVP Design
Pattern is developed on MVC but replaces the controller with the
presenter and focuses solely on modeling the presentation layer.

o Model: The model consists of the backend business logic and
data.

o View: Input starts here, and the required action is displayed here.

o Presenter: Listens to the views and models one-on-one, pro-
cesses the request through the model, and returns it to the view.

The presenter in this architecture functions as a bridge between the
view and the model, allowing for a more loosely linked model. MVP
is suitable for reusing views and supporting unit testing.

MVP is often used for websites, online applications, and mobile
applications (mainly Android).

. Model View View-Model (MVVM) Design Pattern: In the MVVM
Design Pattern, there is two-way data binding between view and
view-model (replacing presenter in the MVP Design Pattern), which
more clearly separates the user interface and application